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Introduction

This article series is not intended to be a comprehensive coverage of VBA programming, but looks briefly at
VBA and the steps required to begin writing a program.

VBA Basics

Visual Basic for Applications (VBA) is a programming environment developed by Microsoft and licensed by other
companies to integrate into their applications. Autodesk licenses VBA and includes it in AutoCAD and Inventor..
This provides all customers of Inventor with a free development environment. Below are the minimal steps to
begin using VBA and writing a simple macro.

You access VBA through Inventor using the Macro | Visual Basic Editor command in the Tools menu, or by
pressing Alt-F11. Once the VBA environment is open, the first thing | recommend you do is change some of
the VBA settings. In the VBA environment run the Options command from the Tools menu. Change the
Auto Syntax Check and Require Variable Declaration settings to those shown below.
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The VBA programs you write can be saved in Inventor documents or in external files. For 99% of the cases,
saving it in an external file is best, so that's what we’'ll cover here. This external file is referred to as a VBA
project and Inventor saves it as an .ivb file. A single project can contain any number of macros (programs).
There is a default VBA project that Inventor loads at startup. The default VBA project is defined in the File tab
of the Inventor application options, as shown below. This is where your programs will be saved.

options x
Motebook. I Sketch | Part | iFeature I Assermbly |
General I Save File: | Colors I Display I Hardware | Prompts I Drawing |

1

I C:\Program Files\AutodeskiInventor 11Y8in\Macros\Default.ivb Brnwse

"Default VBA Project

@ (a4 | Cancel | Apply I

A project can consist of many different types of modules. Macros are written in a code module within the VBA
project. There is a code module automatically created for any new VBA project named “Modulel”. To add
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code to this module you can double-click on the module in the Project Explorer window, as shown below. This
will cause the code window for that module to be displayed.

4@ Microsoft Yisual Basic - ApplicationProject - [Modulel {Cod = |E||5|
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There are several ways to run a VBA macro. From the VBA editor you can position the cursor in the code
window within the macro you want to run and execute the Run Macro command ¥ on the main toolbar.
From within Inventor you can run the Macro | Macros... command from the Tools menu (or Alt+F8) which
brings up a dialog where you can choose a macro and run it. Finally, you can use the Inventor Customize
command to create a button that will run a macro. For frequently used macros this provides the most
convenient interface for the end-user. This is done using the Commands tab of the Customize dialog, as
shown below. Select “Macros” as the category. The available macros are listed on the right-hand side of the
dialog. To create a button to execute the macro, just drag and drop the desired macro onto any existing
toolbar.
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The Basics of Inventor’s Programming Interface

Inventor supports the ability for you to automate tasks by writing programs. Inventor does this using some
Microsoft technology called COM Automation. This is the same technology used when you write macros for
Word or Excel. The technology itself isn't important, but what is important is what it allows you to do.

COM Automation allows applications, like Inventor, to provide a programming interface in a fairly standard
structure that can be used by most of the popular programming languages available today. This provides two
benefits to you. First, if you've programmed other applications that use COM Automation (Word, Excel,
AutoCAD) Inventor will have a lot of similarities. Second, it's very flexible in how you access the programming
interface so you can choose your favorite programming language and integrate with other applications.

The topics below discuss the basic concepts you'll need to understand when working with Inventor. You can
apply these concepts to any COM Automation programming interface.

Objects
A COM Automation interface exposes it functions through a set of objects. A programming object has many
similarities to real-world objects. Let’s look at a simple example to

understand how object oriented programming terminology can be CHAIRS R Us

used to describe a physical object. Style:

A company that sells chairs might allow a customer to design their stackable []

own chair by filling out an order form, like the one shown to the Folding [ ]

right. The options on the order form define the various properties of Golors:

the desired chair. By setting the properties to the desired values the Red []

customer is able to describe the specific chair they want. G:IE” E
ue

In addition to properties, objects also support methods. Methods vellow [ ]

are basically instructions that the object understands. In the real Size:

world, these are actions you would perform with the chair. For Seat Height:

example, you could move the chair, cause it to fold up, or throw it in Seat Depth:

the trash. In the programming world the objects are smart and Back Height:

instead of you performing the action you tell the object to perform Width:

the action itself; move, fold, and delete.

In Inventor, some examples of objects are extrude features, work planes, constraints, windows, and
iProperties. Inventor's programming interface defines the set of available objects and their associated
methods and properties. By obtaining the object you're interested in you can find out information about it
by looking at the values of its properties and edit the object by changing these values or by calling the
objects methods. The first step in manipulating any object is getting access to the object you want. This is
explained in the next section.

The Object Model
As discussed above, Inventor's API is exposed as a set of objects. By gaining access to these objects
through the API you can use their various methods and properties to create, query, and modify them. Let's
look at how the object model allows you to access these objects. Understanding the concept of the object
model is a critical concept to using Inventor programming interface.
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The object model is a hierarchical diagram that illustrates the relationships —

between objects. A small portion of Inventor’s object model is shown in the
figure to the right. Only the objects relating to iProperties are shown. In Documents
most cases you can view these as parent-child relationships. For example,
the Application is the parent of everything. The Document object is a parent
for the various property related objects. To aobtain a specific object within the

object model you typically start at the top and then go down child-by-child to
the object you want. For example, you would start with the Application object
and from it get the Document that contains the iProperty you're interested in. [ PartDocument |
From the Document you then get the PropertySet that is the parent of the

iProperty and finally you get the desired Property obiject.
perty y youg perty obj
The Application Object

One of the most important objects in the object model is the Application

object. This object represents the Inventor application and is the top-most object in the hierarchy. The
Application object supports methods and properties that affect all of Inventor but its most important trait
is that through it you can access any other Inventor object. You just need to know how to traverse the
object model to get to the specific object you want. We’'ll look at how to write a program to do this and
some shortcuts you can take to make it a little bit easier.

When using Inventor’'s VBA there is the global variable called ThisApplication that always contains the
Application object. So with Inventor's VBA

Collection Objects
Another concept that's important to understand when working with Inventor's programming interface is
collection objects. Collection objects are represented in the object model diagram by boxes with rounded
corners. In the object model picture to the right the Documents, PropertySets, and PropertySet objects
are collection objects.

The primary job of a collection object is to provide access to a group of related objects (the set of
children for that parent). For example, the Documents object provides access to all of the documents
that are currently open in Inventor. A collection provides access to its contents through two properties;
Count and Item. The Count property tells you how many items are in the collection and the Item
property returns a specific item. All collections support these two properties.

Typically, when using the Item property you specify the index of the item you want from the collection
(e. Item 1, 2, 3 ...). For example, the code below prints out the filenames of all of the documents
currently open by using the Count and Item properties of the Documents collection object. (This and
most of the following samples use Inventor's VBA and take advantage of the

ThisApplication global variable.)

PropertySets

PropertySet

Public Sub ShowDocurrent s()
Get the Docurents col |l ection object.
D minvDocs As Docurnents
Set invDocs = Thi sAppli cati on. Docunent s

Iterate through the contents of the Docunents Propert
col | ecti on.
Dmi As Integer
For i =1 To invDocs. Count

Get a specific itemfromthe Docunents col | ection.
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D mi nvDocurmrent As Docunent
Set invDocurent = invDocs. Iten(i)

' Display the full filename of the docurment in the I mredi ate w ndow.
Debug. Print invDocurent. Ful | Fi | eNane
Next
End Sub

Another technique of going through the contents of a collection is to use the For Each statement. This
can also be more efficient and results in a faster program in many cases. The macro below
accomplishes exactly the same task as the previous macro but uses the For Each statement.

Publ i ¢ Sub ShowDocunent s2()
' Get the Docunents coll ection object.
D minvDocs As Docunents
Set invDocs = Thi sAppli cati on. Docunent s

" Iterate through the contents of the Docunents coll ecti on.
D mi nvDocunent As Docurent
For Each invDocunent In invDocs
' Display the full filename of the docurment in the I mredi ate w ndow.
Debug. Print i nvDocunent . Ful | Fi | eNarre
Next
End Sub

When the Item property is used with a value indicating the index of the item, the first item in the
collection is 1 and the last item is the value returned by the collection’s Count property. For some
collections the Item property also supports specifying the name of the item you want. Instead of
specifying the index of the item you can supply a String that specifies the name of the object. We'll see
this later when working with iProperties.

As you try out more things, you will see other important feature of many collections such as their ability
to create new objects. For example the Documents collection supports the Add method which is used to
create new documents.
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VB.Net (Visual Basic 2005 Express Edition)

In this detour from the main topic, let’s look at how to connect to Inventor and get the application object
using VB.Net. To add a reference to the Inventor type library use the Add Reference command found
under the Project menu. In the dialog, shown to the right, select the “COM” tab, select the “Autodesk
Inventor Object Library” item and click the “OK” button.

The VB.Net code is shown below. It's identical to the VBA/VB code above except it uses a different style
of error handling that only VB.Net supports.

Publ i ¢ Sub | nvent or Connect Sanpl e()

' Declare a variable as Inventor's Application type.

D minvApp As Inventor. Application

' Enabl e error handl i ng.
Try

' Try to connect to a running instance of |nventor.

i nvApp = Get (bj ect (, "Inventor. Application")
Catch ex As Exception

' Connecting to a running instance failed so try to start Inventor.

Try

' Try starting |nventor.

i nvApp = O eat eChj ect ("I nventor. Application")
' Wien Inventor is started using CeateChject it is started
invisibly. This will make it visible.

i nvApp. Vi sible = True
Catch ex2 As Exception

' Unable to start Inventor.

MsgBox("Unabl e to connect to or start Inventor.")

Exit Sub
End Try
End Try
End Sub
2
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Programming Tools
There are tools available to help you when working with Inventor's API. The following describes each of these.

Object Browser
This is the tool that | personally use the most when working with Inventor's API. You access it from the

VBA programming environment by pressing the F2 key, the toolbar button , or selecting Object
Browser from the View menu. The Object Browser is shown below.

[ obiectbromser =10/
[<an Libraries> -] «I -i |_§a| i‘

[ -] Ay

|Classes Wembers of 'ExtrudeF eature’

il EqualRadiusConstrain'j_I & Extent _.J
B EqualRadiusConstraine  [E5 ExtentType

B Erronject EH Faces

2F EventTimingEnurm = GetReferencekey

i)

.= =% GetRenderStyle

™ HealthStatus
Bl ExtrudeFeatureProxy & Mame
B ExtrudeFeatures &' Operation
Bl Face E& Parent
B FaceCaollection 5 Paticipants
&7 FaceCollectionEnum & Profile
B FaceDraftFeature &' RangeBox
B FaceDrafF eatureP roxy =% RemaoveParticipant
B FaceDraftFeatures =% SetEndOfFart
1 FaceFeature Ll =% SetRendarStde L‘
Property HealthStatus As HealthStatusEnum j
read-only
Member of Inventor ExtrudeFeature
Gets the health status of this part festure ﬂ

The left column of the browser, titled “Classes”, contains a list of all the objects available in the libraries
currently attached. In the drop-down list at the top-left of the browser, “<All Libraries>" in the example
above, you can specify a specific library to limit the list to only the objects in that library. In this example,
the ExtrudeFeature class has been selected.

The right column displays a list of the methods, properties, and events supported by the selected class.
Selecting one of these will display information about that function at the bottom of the object browser. In
the example above the HealthStatus property has been selected. At the bottom of the dialog we learn that
this property returns a HealthStatusEnum value. (Enum values are lists of values that are also defined in
Inventor’s type library.) We also learn that this property is read-only, meaning that we can get the value but
we can't change it. A brief description of the selected function is also displayed at the bottom of the
browser. The online help is useful in conjunction with the browser because it is context sensitive. Pressing
F1 at this point will bring up the help page for the HealthStatus property.
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Let's look at a few more examples of the information that’s displayed at the bottom of the object browser
and how to interpret this information. In the example below, the Name property of the ExtrudeFeature
object is selected. The property returns a String. Notice that unlike the previous example, it does not say
that it is read-only so this property is read-write. Using this property you can get the name of the feature
and you can also assign a String to this property to set the name of the feature.

= SRy s £ Mediols

FliExtrudeFeature Ll [ I'-J:ar'r'le N

[T O Y Y P

Property Mame As String
lember of Inwentor ExtrudeFeature
GetsiSets the name of this Part Feature within the scope of this Document

The Item property of a collection object was discussed earlier. Remember that you can always use a value
as the index to get a specific item and sometimes you can also use the name of the item. The two
examples below show one technique to determine if using a name is supported. The first example is for the
ExtrudeFeatures collection. It shows that the Item property has one argument called index. Notice that it
doesn’t say what type this argument is. Whenever the type is not specified that means it is a Variant. A
Variant is a special type that can represent any variable type. In this case index is a Variant to allow you to
provide either a Long or a String. Often, as in this case, this is also indicated in the description and in the
online help. In the second example, index is specified to be a Long value. In this case you can only supply
avalue. Supplying a String will cause a failure.

o4 EANULEE EdIUTEFTURY L= UL
£ {ExtrudeF eatures LS LT ——
B Face 5 Type
[ TR, LI
Property kemy indexd As ExtrudeFeature -
read-only
Default member of Inventor ExtrudeFeatures
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& FHURETURY Pt [ T T =
&iFaces o= ?@'Mj
1 FaceShell x| |e& Type d|
‘ FProperty kem(indizx A5 Long) As Face ﬂ

read-only

Default member of Inventor Faces

Alloves integer-indexed access to tems inthe collection ﬂ

Let's look at a more complicated signature and what we can learn by looking at the signature. We’'ll use the
AddByDistanceExtent method of the ExtrudeFeatures collection object. This method has several arguments.
The first is called Profile and requires a Profile object as input. The second called Distance does not have a
type displayed because it is a Variant. For this method the distance can be specified by providing a Double
value indicating the distance to extrude or you can supply a String that represents the equation you want to
assign to the parameter that controls the distance. The ExtentDirection and Operation arguments expect
values from enum lists. The TaperAngle argument is enclosed within brackets. This indicates that this
argument is optional. In this case, not providing this argument will default to a taper angle of 0. For
optional arguments you should look in the online help to find out what the behavior when you don't supply a
value and what the expected type is if you do supply a value.
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Use F1 key to display help topic

Using the VBA Debugger
Another very useful tool when working with Inventor’s API is the VBA debugger. In this case we're not
using it to debug a program but using some features of the debugger to better understand Inventor’s object
model. To use the debugger we need to be running a program. Fortunately we don’'t need much of a
program to enable access to the Inventor objects. The specific steps to use the debugger are listed below.

Within any code module, create a sub, like the sub Test shown below.

Click the mouse anywhere within the sub and press F8 to step into the code. You're now running the
sub one line at a time.

Click anywhere within the word “ThisApplication”.

Run the Quick Watch command from the Debug menu and click “Add” in the Quick Watch dialog.

The debug window will appear and ThisApplication will appear within the debug window. This
represents a live view of the Inventor Application object. You can click on the “+” sign next to
ThisApplication to expand it and view its properties and their values. Properties that return other objects
will also have the “+” sign next to them allowing you to continue to expand the objects and view their
properties. This provides a live view of the object model.

< Microsoft Yisual Basic - C:\API Class' InClassSamples.ivb [break] - [Modulez {Code}] 3 = |E||i|
% File Edit Wiew Insert Format Debug Run  Tools  Add-Ins  Window  Help -0 X
G- H LR o oy o mb | B B e oz -
B nom MoE(Ee: BRI Blar e, (F S w | EEMZ 2| 4% % % teoos., |
IlGelleml) j ITeSt J Project - ApplicationProject B3
: B & |[&] .
Public Sub Testi] ZI
Debug. Print ThisAppllic:ation. Caption E| @ ApplicationProject {C: «
End Sub — 59 Forms
= ~[z8 UserForml
[l — r
: ﬁ Modules
Watches | Sl Modulel
Expression Walug Type Cortext 7| ol Modulez
& [F] Thiztpplication 507331904 Ohject/2pplication Module2 Test | | ¥ &% DocumentProject (C_:]Ll
[_AppPerformancehonitar] AppPerformanceidonitor AR A Module2 Test LI_I
[_CanReplayTranscript] Falze Boolean hodule? Test Properties - Module2 ]
[_Debuginstrumertstion] DebuginstrumentationARxDeb Module? Test
ModuleZ Modul -
[_Forcetigration2nCpen] False Boolean Module2 Test I kR —I
[_HarvestStyles0ntpen) False Boolean Moduls? Test Alphabetic ICategorized I
[_LastErrar] ol String Module2 Test LI ModuleZ |

Programming Help
Delivered with Inventor is programming help. There are several ways to access help. First, by selecting
Programming Help from Inventor's Help menu. Second is from within VBA itself. If you select the name
of an object or function within the code window and press F1, Inventor will take you to help for that object
or function. Also, as discussed earlier, you can press F1 from the Object Browser to go to help for the
currently selected object or function.

The online help provides descriptions of each object, method, property, event and enum. In addition there
are several overviews that discuss specific topics within the API. Finally there are sample programs that
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demonstrate a lot of the API.  These samples are all written using VBA and can be copied from the help
window, pasted into a VBA code module, and executed.

Inventor’s SDK
When you install Inventor one of the directories created is the SDK (Software Development Kit) directory.
In addition to the online help already described, this directory contains a significant number of programming
samples. These samples are written in several different programming languages and demonstrate broader
workflows than the samples that are part of the online help. The SDK directory also contains several Add-
ins written specifically for VBA developers, specially the AutoCustomize sample.

Additional Resources
There are some additional resources for Inventor’s API.

The Autodesk website www.autodesk.com/developinventor contains some additional overview material and
the object model chart. This site also contains presentations that were used to illustrate the new API
features of each new release.

One of the best resources is the “Autodesk Inventor Customization” newsgroup. By selecting the
“Discussion Groups” link on the first page of www.autodesk.com you can navigate to the Inventor
Customization group. The newsgroup is primarily for peer support between customers but Autodesk
employees also participate in this group.

There are training classes taught by the ADN (Autodesk Developer Network) group. These are primarily
intended for ADN members but non-members can also attend. Schedules and pricing can be found at
www.autodesk.com by following the “Developers” link on the first page.

Another option for training is on-site consulting. This allows the training to focus on your specific needs
while working on issues related to tasks you want to accomplish. Information about consulting can also be
found at www.autodesk.com.

Finally, there are also some good resources outside of Autodesk. The following are some websites that
have information about the APl and provide access to some applications that were written using the API.

http://www.sdotson.com

http://www.cbliss.com

http://vwww.kwikmcad.com

http://www.mymcad.com




